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ABSTRACT

Computer science instructors spend a significant amount of
time developing software exercises and projects for their
classes. After creating these assignments, sharing them with
their colleagues can be another large effort, even at the same
institution. As part of an effort to scale course offerings, as
well as sharing content, we propose a solution to leverage two
existing technologies, Waltz and PEML, to create a complete
workflow that will allow an instructor to store their program-
ming assignments in a Git code repository, use PEML to define
the exercise, and then use Waltz to create the student-facing
resources in a learning management system (LMS), as well
as the automated creation of program assessments in auto-
graders. We will also discuss future opportunities to extend
this workflow.
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INTRODUCTION

Developing programming assignments is a labor-intensive ac-
tivity, especially so when an instructor is teaching a course for
the first time. Many instructors are willing to share the exer-
cises they create, but the manner in which those assignments
are shared also can be labor-intensive [6].

Attempts have been made to create repositories of program-
ming assignments [12][11] and other work has been done on
how to design a resource sharing site [10]. Indeed, a format
for encoding the metadata that describes programming exer-
cises has been developed (PEML [4]). The missing link is
a pipeline to take materials from a repository, publish them
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to a student-accessible location, and configure the automated
grading tools that assess the students’ submissions of those
projects (ideally in a automatic way, as in CI/CD). We describe
a potential solution that leverages work done by several of the
CS SPLICE working groups [3][4], incorporating technology
and best practices developed by those groups.

MINIMUM WORKFLOW SUPPORT

As with most things, lowering the barriers to entry makes it
more likely that a tool or process will be more widely adopted.
To do this, we believe that a workflow would need the follow-
ing minimum features:

e Use a standard, machine-readable format to describe the
programming assignment. There are a variety of ways in
which a programming assignment can be described. Many
of the existing tools and assignment repositories leave it
to the contributor to format the metadata that describes
the assignment. This can result in uneven or incomplete
descriptions of the materials. This approach can also hinder
automatic conversion of the materials into other forms,
because of the ad hoc nature of the description.

e [nterface with an LMS to host the student-facing assignment
content. The mechanics of creating the student-facing
artifacts for programming assignments can be tedious.
Some of the metadata for an assignment, such as due dates,
are independent of the specific instance of offering the
assignment. Attempts have been made [13] to develop
workflows to automatically create the student-facing
artifacts deployed separately from an LMS. Because of
the prevalence of LMS tools, as well as the reported
preference of students to have a central location for course
materials [8], interfacing directly with an LMS to cre-
ate the student-facing artifacts is viewed as a critical feature.

e Be able to read project resources from a version control
repository. Using a version control repository to hold
the course materials provides a number of benefits. Such
a repository provides a built-in mechanism for tracking
changes and additions to the assignment collection.
Additionally, sharing is facilitated by allowing access to the
repositories to invited instructors, who can make additions
and modifications to assignments. Finally, versioning
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Figure 1. Workflow Overview

can be used to identify the edition of the assignments
being offered. The use of Github and Gitlab as homes
for course material repositories is well understood, with
some instructors hosting their entire course in Github, and
then forking an instance to use as the basis for the next
term [13].

o [nterface with a widely-used automated grading platform to
configure the process of assessing the projects. Publishing
programming assignments to students is often only half of
the necessary preparation. Instructors must also configure
their autograder to accept and evaluate student coding sub-
missions. The evaluation scripts or tests should be captured
with the assignment, and the publishing workflow should
be able to push those configurations to the autograder.

TOWARD A COMPLETE WORKFLOW

Our goal is to incorporate all of the features specified in Sec-
tion 2 into a single tool. We propose a solution that leverages
existing tools to create a complete workflow between the code-
repository, LMS, and autograder. As a start, the assignments
will be published in a Gitlab [7] repository hosted by the first
author’s university. This repository uses a federated authenti-
cation system to allow access to contributors from over 500
institutions. Initially, access to the repository will be limited
to the project participants. Eventually, the intent is to grant
access to verified instructors who wish to use the assignments
provided, or contribute their own. In addition to the value
provided by federated authentication, we opted for a locally-
hosted repository because we believed this offers an extra
layer of security to ensure the integrity of the course resources,
while offering all of the features of Git. As this community
grows, we envision a catalog of supported repositories being
available, with indexing based on the tags provided in the the
project metadata.

We will use the Programming Exercise Markup Language
(PEML) [4] to capture instance-independent metadata for the
assignments. Each assignment will have a PEML file that
describes the assignment. We will capture metadata such as
the assignment author, the topics covered in the assignment,
as well as any prerequisite knowledge the author believes
students would need prior to undertaking the assignment. Also,

PEML provides a way to reference supporting resources for
an assignment, such as starter code and test cases, as well as
a reference implementation and tests for use in an autograder.
We have created PEML files for each of the assignments in
the repository. As part of this effort, we will create a publicly-
accessible microservice that will validate and provide a parsed
version of the PEML file. These files will be the primary input
into the workflow tool.

Waltz [1] will be used to manage the workflow process. Waltz
is a command line tool created in Python. It will create the
student-facing assignment resources from the PEML files and
referenced resources, and then publish them to an LMS. Ini-
tially, LMS support will focus on Canvas [9], as this is the LMS
used at the authors’ institutions. Additional LMS support is in-
tended, as we find contributors who use to Blackboard [2] and
D2L [5]. Additionally, Waltz will manage the configuration of
the autograder, based on the configuration files described in
the assignment PEML file.

Finally, this process will automatically provision resources
within supported autograders. Initially, we will support Web-
CAT as the autograding component of this workflow. Support
for additional autograding tools will be added as demand for
those services become clear. By parsing the PEML file, Waltz
will be able to retrieve the reference tests to be used to as-
sess student responses to the programming assignment. The
process will then reach into supported autograders to program-
matically configure of the grading infrastructure. PEML files
can support an arbitrary set of autograding configurations. Our
initial support is focussed on Web-CAT for two reasons: It
has been developed and maintained by one of the co-authors
since inception, and; Web-CAT supports LTI integration into
Canvas, thus we will be able to establish the linkage between
Canvas and Web-CAT to allow submissions from inside the
Canvas Assignment tool and also allow Web-CAT to pass
grades back into the Canvas Gradebook once the assessment is
completed. This provides a complete end-to-end submission
and grading workflow.

FURTHER WORK AND CONCLUSION

As we execute on our vision, we are looking for three major
things from the community. First, we hope for feedback on the
problem and solution we have identified; what limitations and
issues do you foresee? Our goal is for this workflow to be as
flexible as possible, but not unwieldy in its flexibility. Second,
we are interested in suggestions for new features or extensions
to this work that might be of interest to the community. While
we plan to add features such as additional LMS and autograder
support, we would like to know which other tools to support
first. Finally, we are advertising our workflow in the hopes of
finding potential collaborators and adopters, to increase our
impact. We would very much like to identify instructors who
are interested in extending this work, either by contributing to
the development of the tooling, by using the tool and giving us
feedback on what works well, as well as the pain points that
are encountered, and also to help us identify shortcomings in
the tools and processes. We hope to make this a solution that
contributes to reducing the effort needed to share resources, as
well as deploy them for our students.
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